EECS 1210 Introduction to Programming in Python

Fall Semester 2022

Prof. Pai H. Chou

Self-Check 7

Due Date: --

Answer the following questions to check your understanding of your material. Expect the same kind of questions to show up on your tests.

# 1. Definitions and Short Answers - exceptions

1. If your program tries to print a variable that has not been defined, what kind of **exception** do you get?
2. What kind of exception do you get when you try z = 10 / 0?
3. What is the same between ZeroDivisionError and OverflowError?
4. What kind of exception do you get when you run  
   L = "hello world"  
   print(L['5'])  
   ? Why?
5. Consider the following interactive session:  
   >>> int('25')  
   25  
   >>> int('0x25')  
   Traceback (most recent call last):  
    File "<stdin>", line 1, in <module>  
   ValueError: invalid literal for int() with base 10: '0x25'  
   Even though 0x25 is a valid hex literal in Python, why do you still get ValueError? How do you correctly convert '0x25' into 37? Hint: type help(int) to get documentation on different ways of using the int() function.
6. Which of the following expressions cause exceptions (and of what kind), assuming   
   L = "hello"?
   * L[4]
   * L[0]
   * L[5]
   * L[-2]
   * L[-5]
   * L[-7]
7. Suppose D = {'Sun': 0, 'Mon': 1, 'Tue': 2, 'Wed': 3}, which of the following expressions or assignment statements cause exceptions and of what kind?
   * D['Sun']
   * D[2]
   * D['Thu']
   * D['Fri'] = 5
8. When you try to open a file by fh = open('filename', 'r') but cannot, what kind of exception do you get?
9. When trying to open a file as in the previous question, how can your program **check if an exception has occurred** and inform the user by printing   
   'Cannot open file' to the standard output and continue running the rest of the program as usual?
10. Suppose you are trying to execute the following sequence of statements  
     1 filenames = ['alpha', 'beta', 'gamma']  
     2 filenum = input('select a file by typing 1, 2, or 3:')  
     3 i = int(filenum)  
     4 fh = open(filenames[i], 'r')
    * On which **lines** can exceptions occur and what **types**?
    * How do you rewrite the code to check and **handle all types of exception the same way** by printing 'An error has occurred'?
    * How do you rewrite the code to **check each type of exception** and print an error message for each specific exception?
11. Given the following program   
     1 try:  
     2 x = int(input('enter num1:'))  
     3 y = int(input('enter num2:'))  
     4 z = x / y  
     5 except ValueError:  
     6 z = 0  
     7 except ZeroDivisionError:  
     8 z = x  
     9 print(z)
    * If an exception occurs on line 2, what lines of code are executed next?
    * If an exception occurs on line 3, what lines of code are executed next?
    * If an exception occurs on line 4, what lines of code are executed next?
    * If line 6 is execute, is it possible that lines 7-8 are also executed immediately after?
    * If either line 6 or line 8 is executed, does line 9 also get executed next?
12. Given the following program  
     1 greek = {'alpha': 0, 'beta': 1, 'gamma': 2}  
     2 try:  
     3 key = input('enter key alpha, beta, or gamma:')  
     4 y = input('enter integer: ')  
     5 z = greek[key] / int(y)  
     6 except ValueError:  
     7 print('invalid int')  
     8 except ArithmeticError:  
     9 print('arithmetic error')  
    10 except ZeroDivisionError:  
    11 print('zero division error')  
    12 else:  
    13 print('the value of z is', z)  
    14 finally:  
    15 print('last action before leaving try')
    * Which line or lines can cause one or more exceptions, of which types, and under what conditions?
    * In the case of zero division, is line 13 executed? Why or why not? If not, is ZeroDivisionError handled and by which line(s)?
    * If there is no exception by the end of line 5, which print statement or statements are executed next?
    * If the user does not input 'alpha', 'beta', or 'gamma' for the variable key on line 3,
      1. which statements are executed next?
      2. Which statement causes an exception of which type?
      3. What statements are executed after the exception?
      4. Is the exception handled by any of the statements here?
      5. What happens to the exception after the entire code above is finished?
    * Suppose you want to modify the code above by handling both KeyError and ValueError exactly the same way by the same print('invalid input') statement, which lines do you modify into what code?
13. Failure to open a file causes an OSError, but how can you find out more information about the **specific reason** why the file cannot be opened?
14. Given the following code  
     1 import sys  
     2 try:  
     3 try:  
     4 fh = open('myfile')  
     5 A = int(fh.read())  
     6 B = int(fh.read())  
     7 quotient = A / B  
     8 except (OverflowError, ZeroDivisionError):  
     9 quotient = 0.0  
    10 else:  
    11 quotient = 1.0  
    12 finally:  
    13 print('exiting inner try')  
    14 print('quotient = %f' % quotient)  
    15 except OSError as err:  
    16 sys.stderr.write(str(err))  
    If an OSError occurs on line 4, do the following lines get executed?
    * line 11?
    * line 13?
    * line 14?
    * line 16?
15. Suppose you are writing a rock, paper, scissors game as follows:  
     1 import sys  
     2 rps = input('rock, paper, scissors, or quit? [rpsq]')  
     3 if rps == 'q':  
     4 sys.exit(0)  
     5 elif rps in 'rps':  
     6 play\_game(rps)  
     7 else:  
     8 # report error in the form of a ValueError exception  
    Rewrite the code so that
    * line 8 reports error in the form of a ValueError exception with an error message,
    * enclose lines 1-8 in a try-except construct to catch the exception, and
    * handle the exception by writing the error message to sys.stderr.
16. Rewrite the code in the previous problem by using **assertion** instead. This means
    * replace lines 5-8 with an assert condition and the error message,
    * enclose the code in a try-except construct but catch the assertion type of exception (what is it?) instead of ValueError. Handle it by writing the error message to sys.stderr also.

# 2. Definitions and short answers - files

1. When opening a file using fh = open('filename'), why is it ok to omit the second parameter?
2. What is the difference between opening a file with 'w' mode vs 'a' mode, as in   
   fh = open('filename', 'w') vs. fh = open('filename', 'a')?
3. Once you opened a file as file handle named fh, how do you
   1. read one character at a time as a str
   2. read 10 characters as a str
   3. read one line as a str
   4. read all the lines as a list of str
   5. read the entire file as one str
4. When reading a file either one line at a time or a number of characters at a time, when do you know you have reached the **end of the file**?
5. To open a file named 'myfile' **for writing** (or overwrite it completely if already exists), how should you open the file?
6. Once a file has been opened as file handle fh for writing, how should you **write** a string 'hello' to it?
7. What is the difference between print(s) and sys.stdout.write(s)?
8. When you are done with a file referenced by file handle fh, how do you **close** it?
9. Convert the following code into one that uses the with construct. What are some advantages?  
    1 fh = open('filename', 'r')  
    2 print('totally %d lines in file' % len(fh.readlines()))  
    3 fh.close()
10. If you finish reading a file (whose handle is fh) but want to start from beginning again, what should you do without closing and reopening the file?
11. After you have opened a file whose file handle is fh for reading or writing for a while, how do you find the **current position** in the file?
12. What is a difference between input('') and sys.stdin.readline()?
13. In a Unix-like shell such as bash (not Python shell), what do the following do?
    1. $ grep return \*.py > result
    2. $ grep return \*.py >> resfile
14. In a Unix-like shell, what is the difference between the commands  
    $ wc -w filename  
    and  
    $ wc -w < filename  
    ?
15. What does the following Unix shell command do?  
    $ grep return \*.py | wc
16. Why should you write to sys.stderr instead of sys.stdout to display a text-based error message, even though both appear on the same text terminal?
17. If you open a **text file** fh, the data object returned by fh.read() and the parameter s passed to fh.write(s) are of str type. If you open a **binary file** bh, what is the **data type** of the data object returned by bh.read() and parameter s passed to bh.write(s)?
18. How do you express the **literal** for a bytes data object consisting of ASCII characters 'h', 'e', 'l', 'l', 'o'?
19. If you want to convert a bytes literal b'world' into a str type object, why can't you just do str(b'world') even though that is how you would convert other types of objects into str, such as str(23), str(['a', 'b', 'c'])? What is the proper way?
20. How do you convert from a str object denoted by textstring into bytes type?
21. What is the meaning of the bytes literal b'\xe4\xbd\xa0\xe5\xa5\xbd'?
22. In Python, what **module** and what **function** can be called to get the **path** to the **current working directory**? How would you write a short program to print it?

# 3. Programming Exercise

1. (Difficulty: ★☆☆☆☆) Write a command-line program named **prog1.py** to print **A / B**.

It needs to handle at least two exceptions: **ZeroDivisionError** , **ValueError**  . When exception occurs, quotient should be set to **-1 .** The program should display as follows:
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1. (Difficulty: ★☆☆☆☆) Write a command-line program named **prog2.py** to read a file and print it out. It needs to handheld the exception: **FileNotFoundError .** The program should display as follows:

![](data:image/png;base64,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)

1. (Difficulty: ★☆☆☆☆) Write a command-line program named **prog3.py** to write a file and print it out. It needs to handheld the exception: **FileNotFoundError .** The program should display as follows:
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1. (Difficulty: ★★☆☆☆) Write a command-line program named **genmul.py** to generate a multiplication table into a text file. It takes three command-line arguments and use them to generate a multiplication table by writing the text into a file.

$ **python3 genmul.py 5 7 5x7.txt**  
$ **cat 5x7.txt**  
1 2 3 4 5 6 7  
2 4 6 8 10 12 14  
3 6 9 12 15 18 21  
4 8 12 16 20 24 28  
5 10 15 20 25 30 35  
$ \_  
  
So, essentially the program reads the command-line arguments by import sys and reading the values of sys.argv list to get the two numbers for the multiplication table and the file name. If the arguments are not valid int literals then the program should report error to sys.stderr. The file name is the command-line argument after the two numbers to multiply, and in this example it is '5x7.txt'. If opening a file fails, then the error message should be reported to sys.stderr also.  
  
Hints:

* 1. You should **open** the text file for writing or overwriting.
  2. You have several options to **write** the products to file. Be sure each line (including the last) ends on a newline.
  3. Be sure you **close** the file after you finish writing. You may call close method on the file handle explicitly or you may use the with construct to automatically close the file when leaving the suite.
  4. You may use a nested loop to calculate each product, but it may be easier if you use list comprehension to calculate the list of products and then print.

1. (Difficulty: ★★★☆☆) Write a command-line program named **checkmul.py** to read the multiplication table for correctness. It takes the same three command-line arguments as **genmult.py** but instead of writing to the file, it reads the file and checks if the multiplication table is correct. If incorrect, it prints the incorrect entry and the correct answer. For example, if you have a file generated by genmul.py above, then  
   $ **python3 checkmul.py 5 7 5x7.txt**  
   Multiplication table in file 5x7.txt is correct.  
   $ \_  
   However, if you use another file named **5x7wrong.txt** whose content is as follows  
   1 2 3 4 5 6 7  
   2 4 6 8 13 12 14  
   3 6 9 12 15 18 21  
   4 8 12 17 20 24 28  
   5 10 15 z0 25 30 35  
     
   (where the incorrect entries are highlighted), then the **checkmul.py** program should display as follows:  
   $ **python3 checkmul.py 5 7 5x7wrong.txt**  
   2 x 5 = 13 is incorrect; should be 10  
   4 x 4 = 17 is incorrect; should be 16  
   5 x 4 = z0 is badly formatted; should be 20  
   Multiplication table in file checkmul.py contains 3 errors.  
   $ \_  
     
   Hints
   1. You should read one line at a time and use the split() method to convert them into a list of strings. Then, convert each one into an integer. If the string is not a properly formatted integer (decimal) literal, then report it as an incorrect result.
   2. Your program is likely to be a nested-loop structure: the outer loop iterates over the multiplier and the inner loop iterates over the multiplicand.
   3. You need to keep a variable for error count. When printing the final message, check if error is 1. If so, don't add the 's'; otherwise, add 's' to make it plural.
2. (Difficulty: ★★☆☆☆) Write a simple calculator that supports addition (+), subtraction (-), multiplication (\*), and division (/).  
     
   - The program should prompt the user to enter an expression.  
   - The program only handles one operator with two operands at a time. The operands and the operator are separated by a space.  
   - After calculating, print the answer to the user and prompt again.  
   - If the user enter 'quit' instead of an expression, say goodbye to the user and end the program.  
   - Consider only integer operands. The result of an division should be rounded to the nearest hundredth (0.666 → 0.67).  
   - Report error if dividing by 0.  
   - Report error for incomplete expressions, non-integer operands and not supported operators.  
   - You should at least raise or catch ZeroDivisionError and ValueError in your code.  
     
   $ **python3 calc.py**  
   Enter an expression: **3 + 5**Answer: 8  
   Enter an expression: **4 \* 3**Answer: 12  
   Enter an expression: **2 - 14**Answer: -12  
   Enter an expression: **5 / 3**Answer: 1.67  
   Enter an expression: **8 / 0**Error: Cannot divide by 0  
   Enter an expression: **2 +**Error: Invalid expression  
   Enter an expression: **a + 3**Error: Invalid expression  
   Enter an expression: **2 ^ 3**Error: Invalid expression  
   Enter an expression: **quit**Goodbye!  
   $ \_

# 5. Small Programming Project (won't be in quiz)

1. (Difficulty: ★★★★☆) Tiki Topple(中譯:推倒提基) is a famous board game. Players change the order of 9 Tikis to win the game. In this problem, two files named **Tiki\_line.txt** and **Operation\_list.txt** whose content is as follows:

**Tiki\_line.txt**

#1 red

#2 yellow

#3 blue

#4 green

#5 purple

#6 pink

#7 orange

#8 brown

#9 grey

**Operation\_list.txt**

# operation list:

# help - check the operation list.

# look - print Tiki line in the screen.

# Tiki up 1 - move a tiki up 1 space in the line.

# Tiki up 2 - move a tiki up 2 space in the line.

# Tiki up 3 - move a tiki up 3 space in the line.

# Tiki Topple - move a tiki to the bottom of the line.

# Tiki Toast - remove the tiki at the bottom of the line.

# Reset - Reset Tiki line.

# quit - quit the game and say goodbye.

Write a program named **mini\_Tiki\_Topple.py**,

[NOTE]

* The program should prompt the user to enter an operation in the **Operation\_list.txt**.
* When user input **help** :
* The program will open **Operation\_list.txt** and print its content.
* When user input **look** :
* The program will open **Tiki\_line.txt** and print its content.
* When user input **Tiki up n** (n = 1 ~ 3):
* The program asks the user to select a target color(target tiki name).
* The program will open **Tiki\_line.txt** and read its content.
* The program will move the target tiki up **n** space in the tiki line.
* The program will write the result to the **Tiki\_line.txt** .
* If user enter a target color against the rule, the program will except and report the error message (**Error: Invalid target**) to sys.stderr
* For example, the user enters **Tiki up 3** and selects **blue** being the target color. Because **blue** is in the #3 position, it cannot be moved up 3 space. So an exception has occurred, and the program don’t change any tikis in the **Tiki\_line.txt** .
* When user input **Tiki Topple** :
* The program asks the user to select a target color(target tiki name).
* The program will open **Tiki\_line.txt** and read its content.
* The program will move the target tiki to the bottom of the tiki line.
* The program will write the result to the **Tiki\_line.txt** .
* For example, **blue** is in the #3 position. The user enters **Tiki Topple** and selects **blue** being the target color. After this operation, all tiki under the **blue** tiki will move up 1 space. The program will put **blue** to the bottom of the tiki line, and write the result to **Tiki\_line.txt**
* When user input **Tiki Toast** :
* The program will open **Tiki\_line.txt** and read its content.
* The program will remove the tiki at the bottom of the tiki line.
* The program will write the result to the **Tiki\_line.txt** .
* For example, **grey** is in the #9 position. The user enters **Tiki Toast**. After this operation, The program will remove **grey** from the tiki line, and write the result to **Tiki\_line.txt .** Note that **Tiki\_line.txt** will have only 8 tikis .
* ps: There must be at least three tikis in the tiki line, if the user enters **Tiki Toast**, but it only three tikis in the line. An exception occurs(**Error: You can't do this operation.**), and the program won’t change any tikis in the **Tiki\_line.txt** .
* When user input **quit** :
* The program will print(“Goodbye !”) and quit the program.
* When user input **Reset** :
* The program will open **Tiki\_line.txt** .
* The program will write new content to **Tiki\_line.txt**
* New content is a list whose content as follows :

**"#1 red\n#2 yellow\n#3 blue\n#4 green\n#5 purple\n#6 pink\n#7 orange\n#8 brown\n#9 grey\n"**

* **(optional)** New content may be assigned by user
* If user enter an operation not occurs in **Operation\_list.txt :**
* An exception occurs(**Error: Invalid operation.**), and the program won’t change any tikis in the **Tiki\_line.txt** .
* You should consider exceptions as more as possiple,for example : **ValueError**,**KeyError**,**FileNotFoundError**, etc.

The program should display as follows:

$ **python3 mini\_Tiki\_Topple.py**

What's your operation? **help**# operation list:

# help - check the operation list.

# look - print Tiki line in the screen.

# Tiki up 1 - move a tiki up 1 space in the line.

# Tiki up 2 - move a tiki up 2 space in the line.

# Tiki up 3 - move a tiki up 3 space in the line.

# Tiki Topple - move a tiki to the bottom of the line.

# Tiki Toast - remove the tiki at the bottom of the line.

# Reset - Reset Tiki line.

# quit - quit the game and say goodbye.

What's your operation? **look**

#1 red

#2 yellow

#3 blue

#4 green

#5 purple

#6 pink

#7 orange

#8 brown

#9 grey

What's your operation? **Tiki up 1**

Select your target color: **purple**

What's your operation? **Tiki up 2**

Select your target color: **pink**

What's your operation? **look**

#1 red

#2 yellow

#3 blue

#4 pink

#5 purple

#6 green

#7 orange

#8 brown

#9 grey

What's your operation? **Tiki up 3**

Select your target color: **blue**

Error: You can't do this operation.

What's your operation? **Tiki up 3**

Select your target color: **white**

Error: Invalid target

What's your operation? **Tiki up 3**

Select your target color: **pink**

What's your operation? **Tiki Topple**

Select your target color: **green**

What's your operation? **look**

#1 pink

#2 red

#3 yellow

#4 blue

#5 purple

#6 orange

#7 brown

#8 grey

#9 green

What's your operation? **Tiki Toast**

What's your operation? **Tiki Toast**

What's your operation? **look**

#1 pink

#2 red

#3 yellow

#4 blue

#5 purple

#6 orange

#7 brown

What's your operation? **Reset**

What's your operation? **look**

#1 red

#2 yellow

#3 blue

#4 green

#5 purple

#6 pink

#7 orange

#8 brown

#9 grey

What's your operation? **quit**

Goodbye!

ps:

If you feel interesting about this project, you can extend your program to real game.

Play your creativity !

Reference:

[Tiki Topple boardgame rules](https://www.fgbradleys.com/rules/rules4/Tiki%20Topple%20-%20rules.pdf)